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1 Introduction
The aim of this document is to describe how default and null values are modelled by DFDL and how a DFDL complaint parser parses default and null values.
2 Definitions
There are several words used in describing Null and Default Handling that have specific meanings in this context. The following list clarifies the meanings attached to some words.

	Absent
	On input an element that is not present in any form within the input stream. That is no initiator, value or terminator. However there may be some markup that indicates that it is not present. For instance 2 consecutive separators may indicate that an element for which no initiator is defined is not present.

On output an element that is not passed to the un-parser to be written out. How the parser represents an absent element in the output stream is dependent on the properties described in this document.

 

	Missing
	On input a missing element is the same as an absent element for elements that have no initiator defined. However for an element with an initiator defined an empty element is handled as missing by the parser.

On output a missing element is one that is absent. That is an element that is not passed to un-parser to be written out.

  

	Empty
	On input an element whose initiator is present in the input stream but whose value is not present. 

On output an element that is passed to the un-parser with an empty value. For instance an empty string (note that this different to a null value – see below). 



	Null
	On input a special logical value given to an element to explicitly indicate that it has no value. 

The null value is not in the value space of the element. How this is indicated within the input stream is dependent on the properties described in this document.

On output an element passed to the un-parser that has its value set to the same special logical value to explicitly indicate that it has no value. How the parser represents a null element in the output stream is dependent on the properties described in this document.


3 Defaults values
DFDL uses the XML Schema default attribute or fixed attribute values for defaulting values. The following table describes the properties that control the parsing of Default values by a DFDL compliant parser, both on input and output:
	Property Name
	Description

	defaultWhenMissing
	Enum

Valid values ‘never’, ‘always’, ‘onInput’, ‘onOutput’

Controls when missing elements are defaulted on input and output.
The value 'onInput' means that an element missing from the input stream is substituted with its default value if specified. However if an element is missing on output the default value will not be substituted for the element.
The value 'onOutput' means that a representation will be written using the default value if specified and it is mandatory. However if the element is missing from the input stream it will not be substituted. 
The value ‘always’ is equivalent to having both ‘onInput’ and ‘onOutput’ set. 
Annotation: dfdl:element (all simple types)

	useNullValueForDefault
	Boolean 

If true then nullValues is used when an element is missing on output rather than the default value.

Annotation: dfdl:element (all simple types)


3.1 Default Values on input

An element in DFDL falls into one of 4 categories as far as delimiting is concerned:

a) Those that have an initiator and the data is not fixed length

b) Those that have an initiator and the data is fixed length 

c) Those that have no initiator and are delimited by a separator

d) Those with no initiator or separator and the element has a fixed length

For category (a) if the value of the element is empty, the element has a default value defined and the DefaultWhenMissing property is set to input or always the default value is used as the value of the element on input. However if the element is absent no value is defaulted..
For category (b) if the initiator of an element is present the parser assumes that the data of the fixed length is also present therefore no value is defaulted. As in category (a) if an element is missing no value is defaulted.

For category (c) if an element is missing, the element has a default value defined, the element is optiuonal, and the DefaultWhenMissing property is set to input or always the default value is used as the value of the element on input.  
TBD: For category (c) where maxOccurs is greater than 1 the number of repeats defaulted is dependent on a number of factors. If the occursKind property is set to “fixed”, the number of values in the input stream for the element >= minOccurs but < maxOccurs, up to maxOccurs values are defaulted. If the occursKind property is set to “fixed” and maxOccurs is set to unbounded no extra values are defaulted. If the occursKind property is set to “xpath” the value of the xpath expression will determine how many additional elements will be defaulted.
 If the occursKind property is set to “stopValue” or “markup” no additional values will be defaulted.

For category (d) default values are not used on input. 
3.2 Default Values on output

Default values used on output to populate the output stream with the elements that are missing on output. Thus allowing a user to populate a sparse representation rather than a complete representation of what is to be output.  On output default values are populated for all 4 categories of delimiting described the Default Values on Input section. If the element has an initiator or terminator they are also output. For default values to be used on output the DefaultWhenMissing property must be set to output or always. 

TBD: For repeating elements the number of values to be defaulted is also dependent on the “occursKind” property.  If occursKind is set to “fixed” and maxOccurs > 1 up to maxOccurs values are defaulted. If occursKind is set to “fixed” and maxOccurs is set to unbounded up to minOccurs values are defaulted. If occursKind is set to “xpath” the number of values defaulted is determined by the xpath expression. For an “occursKind” of  “stopValue” 
and “markup” up to minOccurs values are defaulted. 

The useNullValueForDefault Boolean property allows the value in the nullValues property (See following sections on Null values) to be used on output if an element is missing instead of the XML Schema default or fixed attribute values. It is invalid to set the useNullValueForDefault property to true if the nullValueKind property has not been set or the element is not nillable. 
4 Null Handling

DFDL uses the XML Schema nillable attribute to control whether an element can have a null value. That is a special value that will be considered as a null value by the DFDL parser. XML Schema supports the nillable attribute on elements that have a simple type or a complex type with either simple or complex content. DFDL V1.0 only supports the nillable attribute on elements that have a simple type or a complex type with simple content. 
If an element is allowed to be null there are 4 possible methods of encoding a null value. These encodings are used both on input and output. These methods are controlled by the nullValueKind property. The nullValueKind property is used in conjunction with the nullValues property. The following table describes these properties.
	Property Name
	Description

	nullValueKind
	Enum

Valid values ‘literalValue’, ‘logicalValue’, ‘literalCharacter’, ‘missing’

Specifies the nature of null processing. Only acted upon if nillable set to true

If ‘literalCharacter’ then nullValues must be any single character. On input the element value is null if all characters in the data match the nullValues character. On output if the element value is null the nullValues character is output to the required length. Only applicable to fixed length elements. Only applicable for fixed-width character sets.
If ‘literalValue’ then nullValues must be any string value that can fit in the element. On input the element value is null if the data matches nullValues literally without any conversion. On output if the element value is null nullValues is output.

If ‘logicalValue’ then nullValues must be any value that matches the simple type. On input the element value is null if the data, converted to its logical type, matches nullValues. On output if the element value is null, nullValues is converted to its physical representation and output.  

If ‘missing’ nullValues is not used. On input the element value is null if it is not present in the data. On output if the element value is null, no value is output but if an initiator is defined it will be output. 

Annotation: dfdl:element (all simple types)

	nullValues
	String

The null value of the element. 

For ‘literalValue’ and ‘logicalValue’ several null values may be specified in 
this property. On output the first value in the list is used.

Annotation: dfdl:element (all simple types)


4.1 Null Handling on input
If null handling is enabled for an element, on input the DFDL Parser will extract the value from the input stream as normal. If the value is present the value is compared with the values in the NullValues property. How the comparison is done is determined by the NullValueKind property. A special case is when NullValueKind is set to “missing”. In this case the value is treated as null if the element is missing. 
When NullValueKind is not set to “missing” for elements that have an initiator defined in the model the initiator must be present in the input stream for a value to be matched as null. It is not valid to have just a value without an associated initiator. For elements that have no initiator defined in the model just the value must be present.

When NullValueKind is set to “missing” the same rules apply as apply to default values on input. That is if the data is fixed length (categories (b) and (d)) this method cannot be used to identify an element as being null. For category (a) the element must be empty and for category (c) the element must be missing. For category (c) the same issues with minOccurs and maxOccurs discussed for default values also apply here.     
For a value that is handled as null in the input data a special logical value is provided (whatever the representation) that explicitly indicates that its value is null. This is a value not in the normal range of allowed values for an element. 
4.1.1 Using both Default Values and Null Values on input
If both null handling and default handling is enabled the null handing takes precedence. In particular if the nullValueKind property is set to “missing” and there is a default for an element it will be handled as a null value if it is missing in the input stream. A consequence of this order of precedence is that a defaulted value will never be considered as a null value because the default handling is preformed after the null handling
4.2 Null Handling on output
If the value of an element in the representation is set to null the value written to the output stream is determined by the nullValueKind property. If the element has an initiator it wil also be outpt before the value in the output stream.
5 Guiding principles of Default Handling
On input a guiding principal of default handling is that it should not make an invalid document valid. This is similar to the XML Schema attribute rule that a default value is not allowed if the attribute is “required”. Thus if an element has no initiator only optional elements will be defaulted on input because defaulting a mandatory element will make an invalid document valid. This also means that if there are less than minOccurs occurrences no additional values will be defaulted. The only exception is the case of tagged elements that have an initiator in the data but no value.

On output only missing mandatory elements will be defaulted unless the occursKind property indicates that a specific number of occurrences must appear in the output.

6 Examples

This section gives examples of the use of the properties described in the previous sections in the document. Most of the examples are based on the following logical model:
<xsd:element name="root">

  <xsd:complexType>

    <xsd:sequence>

      <xsd:element name="A" type="xsd:string" minOccurs="0"/>
      <xsd:element name="B" type="xsd:string" minOccurs="0"/>                  

      <xsd:element name="C" type="xsd:string" minOccurs="0"/>                  

    </xsd:sequence>

  </xsd:complexType>

</xsd:element>

The following 3 DFDL schemas model tagged, delimited and fixed length representations of the above logical model   

Tagged

<xsd:element name="root">

  <xsd:complexType>

    <xsd:sequence>

      <xsd:annotation>

        <xsd:appinfo source="http://dataformat.org/">

          <dfdl:sequence separator=","/>

        </xsd:appinfo>

      </xsd:annotation>                       

      <xsd:element name="A" type="xsd:string" minOccurs="0">

        <xsd:annotation>

          <xsd:appinfo source="http://dataformat.org/">

            <dfdl:element initiator="A:"/>

          </xsd:appinfo>

        </xsd:annotation>

      </xsd:element>                  

      <xsd:element name="B" type="xsd:string" minOccurs="0">

        <xsd:annotation>

          <xsd:appinfo source="http://dataformat.org/">

            <dfdl:element initiator="B:"/>

          </xsd:appinfo>

        </xsd:annotation>

      </xsd:element>                  

      <xsd:element name="C" type="xsd:string" minOccurs="0">

         <xsd:annotation>

          <xsd:appinfo source="http://dataformat.org/">

            <dfdl:element initiator="C:"/>

          </xsd:appinfo>

        </xsd:annotation>

      </xsd:element>                  

    </xsd:sequence>

  </xsd:complexType>

</xsd:element>

Delimited
<xsd:element name="root">

  <xsd:complexType>

    <xsd:sequence>

      <xsd:annotation>

        <xsd:appinfo source="http://dataformat.org/">

          <dfdl:sequence separator="," separatorType=”infix”/>

        </xsd:appinfo>

      </xsd:annotation>                       

      <xsd:element name="A" type="xsd:string" minOccurs="0"/>

      <xsd:element name="B" type="xsd:string" minOccurs="0"/>

      <xsd:element name="C" type="xsd:string" minOccurs="0"/>

    </xsd:sequence>

  </xsd:complexType>

</xsd:element>

Fixed Length
<xsd:element name="root">

  <xsd:complexType>

    <xsd:sequence>
      <xsd:element name="A" type="xsd:string" minOccurs="0">

        <xsd:annotation>

          <xsd:appinfo source="http://dataformat.org/">
            <dfdl:element length="3"/>

          </xsd:appinfo>

        </xsd:annotation>

      </xsd:element>                  

      <xsd:element name="B" type="xsd:string" minOccurs="0">

        <xsd:annotation>

          <xsd:appinfo source="http://dataformat.org/">

            <dfdl:element length="3"/>

          </xsd:appinfo>

        </xsd:annotation>

      </xsd:element>                  

      <xsd:element name="C" type="xsd:string" minOccurs="0">

        <xsd:annotation>

          <xsd:appinfo source="http://dataformat.org/">

            <dfdl:element length="3"/>

          </xsd:appinfo>

        </xsd:annotation>

      </xsd:element>                  

    </xsd:sequence>

  </xsd:complexType>

</xsd:element>

Example input streams for each of the DFDL Schemas is 

tagged – A:aaa,B:bbb,C:ccc
delimited – aaa,bbb,ccc
fixed – aaabbbccc
The representations produced from an input document and the representations used to produce an output document are shown as a tree for convenience. However the actual representation produced by a parser is outside the scope of the specification. The tree produced from the above input streams is: 


[image: image1]
6.1 Example of defaulting values when defaultWhenMissing is set to always
This example is based on the Delimited DFDL Schema. Supposed element “B” has a default value of “zzz” and has the “defaultWhenMissing” property set to “always”:

<xsd:element name="B" type="xsd:string" minOccurs="0"
             default=”zzz”>

  <xsd:annotation>

    <xsd:appinfo source="http://dataformat.org/">

       <dfdl:element defaultWhenMissing=”always”/>

    </xsd:appinfo>

  </xsd:annotation>

</xsd:element>

On parse the input stream:

aaa,,ccc 
produces tree

 
[image: image2]
On serialisation the tree:


[image: image3]
produces output stream 
aaa,,ccc
 because element B is optional
However if the model is changed to 

<xsd:element name="B" type="xsd:string" minOccurs="1"
             default=”zzz”>

  <xsd:annotation>

    <xsd:appinfo source="http://dataformat.org/">

       <dfdl:element defaultWhenMissing=”always”/>

    </xsd:appinfo>

  </xsd:annotation>

</xsd:element>
the same tree produces output stream 

aaa,zzz,ccc 
because element B is now mandatory
6.2 Defaulting a value for a tagged element on input
This example is based on the Tagged DFDL Schema. Suppose that element “B” has the idefault value of “zzz” and has the “defaultWhenMissing” property set to “always”.
<xsd:element name="B" type="xsd:string" minOccurs="0"
             default=”zzz”>

  <xsd:annotation>

    <xsd:appinfo source="http://dataformat.org/">

      <dfdl:element initiator="B:" defaultWhenMissing=”input”/>

    </xsd:appinfo>

  </xsd:annotation>

</xsd:element>                  

On parsing the input stream:

A:aaa,B:,C:ccc 
produces tree:


[image: image4]
6.3 Example of using using Null Values on a delimited element
This example is based on the Delimited DFDL Schema. Suppose that element “B” has nullValueKind set to “literalValue” and a single nullValues value of “xxx” . 

<xsd:element name="B" type="xsd:string" minOccurs="0"
             nillable=”true”>

  <xsd:annotation>

    <xsd:appinfo source="http://dataformat.org/">

       <dfdl:element nullValueKind=”literalValue”

                     nullValues=”xxx”/>

    </xsd:appinfo>

  </xsd:annotation>

</xsd:element>
On parsing the input stream:
aaa,xxx,ccc will produce tree

[image: image5]
and serialisation of the above the tree will produce the same output stream. 

6.4 Example of using using Null Values on a tagged element

This example is based on the Tagged DFDL Schema. Suppose that element “B” has nullValueKind set to literalValue, a single nullValues value of  “xxx” . 


<xsd:element name="B" type="xsd:string" minOccurs="0"
             nillable=”true”>

  <xsd:annotation>

    <xsd:appinfo source="http://dataformat.org/">

      <dfdl:element initiator="B:" nullValueKind=”literalValue”

                    nullValues=”xxx”/> 
    </xsd:appinfo>

  </xsd:annotation>

      </xsd:element>
                  
On parsing the input stream:
A:aaa,B:xxx,C:ccc will produce tree

[image: image6]
and serialisation of the above the tree will produce the same output stream.
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�This describes only in-band nulls. It doesn't describe the also-common flag or out-of-band nulls.


�Although an element may contain an out-of-bound value in the input stream as its null value it would still be a given the special NULL value as its logical value. This could be indicated by setting nullValueKind to literalCharacter or literalValue.  Similarly a element indicated as being null by another element in the input stream would also be given the special NULL value.


�<SMH> Not sure about this. We need to go through the whole min/maxOccurs thing very carefully, it’s a thorny area.


�Will the stop value actually be represented. I can see it would make sense for a stopValueKind of “logical” but I am not sure whether this would make sense “literal” and “empty”. Does the stopValue count as a repeat? For instance if stopValueKind is set to “logical” it would make sense for this to be the case. However if it is set to “empty” it would not make sense because it is intended to handle the case where the end of the repeats are modeled by two consecutive occurs separators. 


�<SMH> We need to go through the min/maxOccurs thing very carefully, it’s a thorny area.


�How is list specified such that an empty string can be expressed as a null value for a nullable string field?


�TBD: update for new "OGF". Also the template may change, new IP statement language may have to be used, etc. etc.
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